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## Front Matter

The following script was developed cooperatively by the SHSU SDM working group, including Laura Bianchi, Austin Brenek, Jesus Castillo, Nick Galle, Kayla Hankins, Kenneth Nobleza, Chris Randle, Nico Reger, Alyssa Russell, Ava Stendahl based on [tutorials](https://rspatial.org/) provided by Robert Hijmans and Jane Elith. Chris Randle composed the following script from many scripts developed by the SHSU SDM working group.

*This works best if your environment is empty at the start.*

I have tried to set this up to eliminate required changes to the code. When you see text in **BOLD** below, that will be an indication that you need to make a decision.

# Libraries

library(dismo)

## Loading required package: raster

## Loading required package: sp

library(sp)  
library(raster)  
library(stats)  
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:raster':  
##   
## intersect, select, union

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(knitr)  
library(rgeos)

## rgeos version: 0.5-8, (SVN revision 679)  
## GEOS runtime version: 3.9.1-CAPI-1.14.2   
## Please note that rgeos will be retired by the end of 2023,  
## plan transition to sf functions using GEOS at your earliest convenience.  
## GEOS using OverlayNG  
## Linking to sp version: 1.4-5   
## Polygon checking: TRUE

library(maptools)

## Checking rgeos availability: TRUE  
## Please note that 'maptools' will be retired by the end of 2023,  
## plan transition at your earliest convenience;  
## some functionality will be moved to 'sp'.

library(rgdal)

## Please note that rgdal will be retired by the end of 2023,  
## plan transition to sf/stars/terra functions using GDAL and PROJ  
## at your earliest convenience.  
##   
## rgdal: version: 1.5-27, (SVN revision 1148)  
## Geospatial Data Abstraction Library extensions to R successfully loaded  
## Loaded GDAL runtime: GDAL 3.2.1, released 2020/12/29  
## Path to GDAL shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/gdal  
## GDAL binary built with GEOS: TRUE   
## Loaded PROJ runtime: Rel. 7.2.1, January 1st, 2021, [PJ\_VERSION: 721]  
## Path to PROJ shared files: C:/Users/User/Documents/R/win-library/4.1/rgdal/proj  
## PROJ CDN enabled: FALSE  
## Linking to sp version:1.4-5  
## To mute warnings of possible GDAL/OSR exportToProj4() degradation,  
## use options("rgdal\_show\_exportToProj4\_warnings"="none") before loading sp or rgdal.  
## Overwritten PROJ\_LIB was C:/Users/User/Documents/R/win-library/4.1/rgdal/proj

library(ecospat)

## Loading required package: ade4

## Loading required package: ape

##   
## Attaching package: 'ape'

## The following objects are masked from 'package:raster':  
##   
## rotate, zoom

## Loading required package: gbm

## Loaded gbm 2.1.8

## Registered S3 methods overwritten by 'adehabitatMA':  
## method from  
## print.SpatialPixelsDataFrame sp   
## print.SpatialPixels sp

library(usdm)  
library(mgcv)

## Loading required package: nlme

##   
## Attaching package: 'nlme'

## The following object is masked from 'package:usdm':  
##   
## Variogram

## The following object is masked from 'package:dplyr':  
##   
## collapse

## The following object is masked from 'package:raster':  
##   
## getData

## This is mgcv 1.8-38. For overview type 'help("mgcv-package")'.

# Genus and Species strings

Their are many places in this code where you will need to save files with filenames including the genus and species. We’ll save these as strings to automate the creation of file names. Enter your genus name and specific epithet in the quotes below.

genus<-"Thaumatotibia"  
species<-"leucotreta"

## Occurrence Data

Import occurrence data from csv file already generated (2020-2021), or using the script “Occurrence\_Data.rmd” and visualize it.

sdmdata <- read.csv(file = "Thaumatotibia\_leucotreta\_clean.csv")  
##and visualize the data  
#first lets get the extent of the data (the coordinates of the smallest box needed to encapsulate the data) To do this I first need to convert sdmdata into a spatial points dataframe with the same crs as "wrldsmpl", a giant spatial polygons data frame available from maptools  
sdmdataframe<-data.frame(sdmdata)  
data(wrld\_simpl)  
coordinates(sdmdataframe) <- ~lon+lat  
crs(sdmdataframe) <- crs(wrld\_simpl)  
#And then extract the extent  
e<-extent(sdmdataframe)  
xmin<-xmin(e)  
xmax<-xmax(e)  
ymin<-ymin(e)  
ymax<-ymax(e)  
# and then plot a map and add the points from sdmdata  
plot(wrld\_simpl, xlim=c(xmin,xmax), ylim=c(ymin,ymax), axes=TRUE, col="light yellow")  
box()  
points(sdmdata$lon, sdmdata$lat, col='red', cex=0.75)
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Let’s divide the data into training and testing data sets. The following code divides the data set into 80% training and 20% testing.

#let's make sdmdata into a dataframe  
data(wrld\_simpl)  
coordinates(sdmdata) <- ~lon+lat  
crs(sdmdata) <- crs(wrld\_simpl)  
  
#let's extract just the coordinates  
presence <- coordinates(sdmdata)  
#First we'll make a random list of integers from 1-5 as long as our presence data. Setting the seed results in a repeatable random process  
set.seed(0)  
#now make a list as long as the number of rows in presence consisting of a random series of integers from 1-5  
group <- kfold(presence, 5)  
#Then we want to use this to retrieve the number of the rows in the presence data that are associated with the number 1 in our group index.  
test\_indices <- as.integer(row.names(presence[group == 1, ]))  
#and create a new list of coordinates including only those rows that are NOT in test indices. These are all the row numbers NOT corresponding with the test\_indices (which is ~80% of the data).  
pres\_train <- presence[-test\_indices,]  
#and those that do correspond with test indices (20%) of the data  
pres\_test <- presence[group ==1,]

Save pres\_data and test\_data as csv files just in case.

#first presdata\_train  
outdata<-data.frame(pres\_train)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_train.csv"), row.names=FALSE)  
  
#and then presdata\_test  
outdata<-data.frame(pres\_test)  
colnames(outdata)<-c("lon","lat")  
write.csv(outdata, file=paste0(genus,"\_",species,"\_test.csv"), row.names=FALSE)

## Predictor data

Let’s get the giant predictor file, name the bands, and generate our raster color schemes. This predictor set consists of all 35 Climond layers and elevation. Get it from Randle and keep it in your directory.

predictors<-stack('Climond\_elev\_HI.tif')  
bands<-c("Ann\_mean\_temp", "Mean\_durnal\_temp\_range", "Isothermality", "Temp\_Seasonality", "MaxTemp\_WarmestWeek", "MinTemp\_ColdestWeek", "Temp\_Annual\_Range", "Mean\_temp\_wettest\_q", "Mean\_temp\_driest\_q", "Mean\_temp\_warmiest\_q", "Mean\_temp\_coldest\_q", "Ann\_ precip", "Precip\_driest\_week", "Precip\_wettest\_week", "Precip\_Seasonality", "Precip\_wettest\_q", "Precip\_driest\_q", "Precip\_warmest\_q", "Precip\_coldest\_q", "Ann\_mean\_rad", "Hghest\_weekly\_rad", "Lowest\_weekly\_rad", "Rad\_seasonality", "Rad\_wettest\_q", "Rad\_driest\_q", "Rad\_warmest\_q", "Rad\_coldest\_q", "Ann\_mean\_moisture", "Highsets\_weekly\_moisture", "Lowest\_weekly\_moisture", "Moisture\_seasonality", "Mean\_moisture\_wettest\_q", "Mean\_moisture\_driest\_q", "Mean\_moisture\_warmest\_q", "Mean\_moisture\_coldest\_q", "Elev", 'human\_impact')  
names(predictors)<-bands  
cool<-colorRampPalette(c('gray','green','dark green',"blue"))  
warm<-colorRampPalette(c('yellow', 'orange', 'red', 'brown', 'black'))  
plot(predictors[["Ann\_mean\_temp"]], col=warm(100))

![](data:image/png;base64,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) And now we will use the VIFstep function to identify layers contributing most to collinearity (variance inflation factor). Rather than do this from a raster, I think it makes much more sense to do this from a dataframe in which we have sampled all the layers at the presence points only. This is because the larger a species distribution is, the lower the probability of collinearity across the range, even if layers are collinier where the species actually exists in the range.

#extract environmental data using the points in sdmdata  
env\_data<-extract(predictors,sdmdata)  
#give names to the columns  
colnames(env\_data)<-bands  
#run the vif  
vif<-vifstep(env\_data)  
#and let's find the layers that were excluded and drop them  
excluded<-vif@excluded  
predictors<-dropLayer(predictors,excluded)  
#and let's just go ahead and see which layers were dropped.  
NClayers<-names(predictors)  
NClayers

## [1] "Mean\_durnal\_temp\_range" "Ann\_.precip"   
## [3] "Precip\_Seasonality" "Precip\_driest\_q"   
## [5] "Precip\_coldest\_q" "Hghest\_weekly\_rad"   
## [7] "Rad\_wettest\_q" "Rad\_driest\_q"   
## [9] "Highsets\_weekly\_moisture" "Mean\_moisture\_warmest\_q"   
## [11] "Elev" "human\_impact"

## General additive model

# Data preparation

Generally speaking, we want to sample absence data from the region in which the presence data occur. There are two ways to do that, and one of them is better than the other. The first is to sample randomly. That may seem like a good idea, but its counter-intuitively not. The reason is that the presence data likely includes sampling bias. This will be inherent in p(hypothesis). If we include the same sampling bias in p(data), they cancel out in Bayes Theorem. The way that we’ll do that is to create circles around our data and sample absence points from within those. The circles will have a diameter equal to the average distance between points.

#convert presence training data into a spatial points dataframe.  
pres\_train\_SPDF<-SpatialPoints(pres\_train)  
crs(pres\_train\_SPDF) <- crs(wrld\_simpl)  
#Let's get the average distance between points (great circle distance--takes into account the curvature of the earth). spDists creates a matrix of distances between points. This includes zeros.   
dist<-spDists(pres\_train\_SPDF,longlat = TRUE)  
#replace the zeros with NA  
dist[dist == 0]<-NA  
#and calculate the mean--this is the average distance between points...the result will be in kilometers, but we need to convert it to meters so we multiply by 1000  
dist<-1000\*mean(dist, na.rm=TRUE)  
#now we are going to make circles using the average distance between points as the diameter.   
x <- circles(pres\_train\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that approximately three times the number of presence points. We'll chop that down at the end.  
samp1 <- spsample(pol, nrow(pres\_train)\*3, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_train <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

And let’s go ahead and extract the presence data, remove rows with NA values, and add a column of 1s.

pres\_train\_data<-extract(predictors,pres\_train)  
complete<-complete.cases(pres\_train\_data)  
pres\_train\_data<-pres\_train\_data[complete,]  
pres\_train\_data<-cbind(pres\_train\_data,1)

Now we want to extract predictors for the absence data, remove rows with NA values and chop it down to the size of our presence training data, and combine these into one data frame with column names (pa is the last column of 0,1 which indicates presence or absence)

abs\_train\_data<-extract(predictors,abs\_train)  
#remove rows with NA values  
complete<-complete.cases(abs\_train\_data)  
abs\_train\_data<-abs\_train\_data[complete,]  
#and select a number of rows equal to the presence training data  
abs\_train\_data<-abs\_train\_data[1:nrow(pres\_train\_data),]  
#and add a column of zeros to the end.  
abs\_train\_data<-cbind(abs\_train\_data,0)  
#put the two matrices together and name the colmns  
train\_data<-rbind(pres\_train\_data,abs\_train\_data)  
colnames(train\_data)<-c(names(predictors),"pa")  
train\_data<-as.data.frame(train\_data)

[1] “Mean\_durnal\_temp\_range” “Ann\_.precip” “Precip\_Seasonality” “Precip\_driest\_q” “Precip\_coldest\_q” “Hghest\_weekly\_rad” “Rad\_wettest\_q”  
[8] “Rad\_driest\_q” “Highsets\_weekly\_moisture” “Mean\_moisture\_warmest\_q” “Elev” “human\_impact”

# Training the GAM and making predictions.

**This is a pain in the neck because all of the layers have to be specified. I recommend printing the column names in the console colnames(train\_data) and then copying them and formatting them**

gam <- gam(pa ~ Mean\_durnal\_temp\_range + Ann\_.precip + Precip\_Seasonality +   
Precip\_driest\_q + Precip\_coldest\_q + Hghest\_weekly\_rad + Hghest\_weekly\_rad + Rad\_wettest\_q + Rad\_driest\_q + Rad\_driest\_q+ Highsets\_weekly\_moisture + Mean\_moisture\_warmest\_q, Elev, human\_impact, ,  
 family = binomial(link = "logit"), data=train\_data)

## Warning in gam.fit3(x = args$X, y = args$y, sp = lsp, Eb = args$Eb, UrS =  
## args$UrS, : fitted probabilities numerically 0 or 1 occurred

summary(gam)

##   
## Family: binomial   
## Link function: logit   
##   
## Formula:  
## pa ~ Mean\_durnal\_temp\_range + Ann\_.precip + Precip\_Seasonality +   
## Precip\_driest\_q + Precip\_coldest\_q + Hghest\_weekly\_rad +   
## Hghest\_weekly\_rad + Rad\_wettest\_q + Rad\_driest\_q + Rad\_driest\_q +   
## Highsets\_weekly\_moisture + Mean\_moisture\_warmest\_q  
##   
## Parametric coefficients:  
## Estimate Std. Error z value Pr(>|z|)  
## (Intercept) 2.318e+01 2.899e+06 0 1  
## Mean\_durnal\_temp\_range 6.431e-01 1.245e+05 0 1  
## Ann\_.precip -9.269e-04 1.071e+03 0 1  
## Precip\_Seasonality -3.572e+00 8.725e+05 0 1  
## Precip\_driest\_q 1.076e-03 2.915e+03 0 1  
## Precip\_coldest\_q -7.075e-03 4.336e+03 0 1  
## Hghest\_weekly\_rad -1.698e-02 8.527e+03 0 1  
## Rad\_wettest\_q 1.560e-02 2.315e+03 0 1  
## Rad\_driest\_q 2.728e-02 4.346e+03 0 1  
## Highsets\_weekly\_moisture -4.240e-01 1.753e+06 0 1  
## Mean\_moisture\_warmest\_q 3.699e+00 1.282e+06 0 1  
##   
##   
## R-sq.(adj) = -Inf Deviance explained = -Inf%  
## UBRE = -0.8836 Scale est. = 1 n = 189

Let’s make some predictions and export them to a file

GAMpreds <- predict(predictors, gam, type = 'response')  
writeRaster(GAMpreds, filename = paste0(genus,"\_",species,"\_GAM.tif"), overwrite=TRUE)  
plot(GAMpreds, main=c(genus,species,'GAM/Binary'),col=warm(100), zlim=c(0,1))  
points(pres\_test, col='white', cex =.4, pch=3)
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## MaxEnt

We need many more background points for MaxEnt and BRT than we needed for GAM. Let’s go ahead and generate those.

samp1 <- spsample(pol, 10000, type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
background\_train <- xyFromCell(predictors, cells)  
#The backround data has too many NA values so to fix this:  
#First I get the predictor data associated with my points  
background\_train\_data<-extract(predictors,background\_train)  
#Then I remove all the points that don't have data  
complete<-complete.cases(background\_train\_data)  
background\_train<-background\_train[complete,]

Let’s go ahead and set a locations for java **This will obviously be specialized for your computer. Try to find the ‘home’ folder in java and specify the path below**

Sys.setenv(JAVA\_HOME='/Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home')

First we let the program know to start up maxent using the command maxent. After that, all we need to do is to make a model oject (me\_model), from the raster data and the presence training data.

maxent()

## Loading required namespace: rJava

## java.home option:

## JAVA\_HOME environment variable: /Library/Java/JavaVirtualMachines/jdk-11.0.1.jdk/Contents/Home

## Warning in fun(libname, pkgname): Java home setting is INVALID, it will be ignored.  
## Please do NOT set it unless you want to override system settings.

## This is MaxEnt version 3.4.3

me\_model <- maxent(predictors, pres\_train, a=background\_train)

## Warning in .local(x, p, ...): 3 (6.25%) of the presence points have NA predictor  
## values

## This is MaxEnt version 3.4.3

#and plot the models most important layers  
par(mfrow=c(1,1))  
plot(me\_model)
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MEpreds<-predict(predictors, me\_model, type='response')

## This is MaxEnt version 3.4.3

writeRaster(MEpreds, filename=paste0(genus,"\_",species,"\_ME.tif"),overwrite=TRUE)  
#and plot  
plot(MEpreds, col=warm(100), zlim=c(0,1))
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## Boosted regression trees

We need to prepare data for BRT in much the same way that we did for GAM, with the exception that we will need a lot more background data. We can use the 10,000 points that we already generated for ME

#let's get the data from our predictors  
bg\_train\_data<-extract(predictors,background\_train)  
#and bind a column of 0 to the end of it  
bg\_train\_data<-cbind(bg\_train\_data,0)  
#and convert it to a data frame  
bg\_train\_data<-as.data.frame(bg\_train\_data)  
#and then combine it withe the presence training data  
pres\_train\_data<-as.data.frame(pres\_train\_data)  
BRT\_data<-rbind(pres\_train\_data, bg\_train\_data)  
colnames(BRT\_data)<-c(names(predictors),"pa")

And now we can train a model using the first X columns of train\_data and the 6th as the response. Let’s start with tree complexity of 5 and learning rate of 0.001

sdm.tc5.lr001 <- gbm.step(data=BRT\_data, gbm.x = 1:nlayers(predictors), gbm.y = ncol(BRT\_data), family = "bernoulli", tree.complexity = 5, learning.rate = 0.001, bag.fraction = 0.5)

##   
##   
## GBM STEP - version 2.9   
##   
## Performing cross-validation optimisation of a boosted regression tree model   
## for pa and using a family of bernoulli   
## Using 4323 observations and 12 predictors   
## creating 10 initial models of 50 trees   
##   
## folds are stratified by prevalence   
## total mean deviance = 0.2148   
## tolerance is fixed at 2e-04   
## ntrees resid. dev.   
## 50 0.1904   
## now adding trees...   
## 100 0.1767   
## 150 0.1676   
## 200 0.1605   
## 250 0.1545   
## 300 0.1495   
## 350 0.1451   
## 400 0.1412   
## 450 0.1376   
## 500 0.1344   
## 550 0.1314   
## 600 0.1286   
## 650 0.126   
## 700 0.1235   
## 750 0.1212   
## 800 0.119   
## 850 0.1169   
## 900 0.115   
## 950 0.1132   
## 1000 0.1115   
## 1050 0.1099   
## 1100 0.1084   
## 1150 0.107   
## 1200 0.1057   
## 1250 0.1045   
## 1300 0.1033   
## 1350 0.1022   
## 1400 0.1011   
## 1450 0.1001   
## 1500 0.0992   
## 1550 0.0983   
## 1600 0.0975   
## 1650 0.0967   
## 1700 0.0959   
## 1750 0.0952   
## 1800 0.0945   
## 1850 0.0938   
## 1900 0.0932   
## 1950 0.0926   
## 2000 0.0921   
## 2050 0.0916   
## 2100 0.091   
## 2150 0.0905   
## 2200 0.0901   
## 2250 0.0896   
## 2300 0.0892   
## 2350 0.0887   
## 2400 0.0883   
## 2450 0.0879   
## 2500 0.0875   
## 2550 0.0872   
## 2600 0.0868   
## 2650 0.0864   
## 2700 0.0861   
## 2750 0.0857   
## 2800 0.0854   
## 2850 0.0851   
## 2900 0.0848   
## 2950 0.0845   
## 3000 0.0841   
## 3050 0.0838   
## 3100 0.0835   
## 3150 0.0832   
## 3200 0.083   
## 3250 0.0827   
## 3300 0.0825   
## 3350 0.0822   
## 3400 0.0819   
## 3450 0.0817   
## 3500 0.0815   
## 3550 0.0812   
## 3600 0.081   
## 3650 0.0807   
## 3700 0.0805   
## 3750 0.0803   
## 3800 0.0801   
## 3850 0.0798   
## 3900 0.0797   
## 3950 0.0795   
## 4000 0.0793   
## 4050 0.079   
## 4100 0.0788   
## 4150 0.0786   
## 4200 0.0784   
## 4250 0.0782   
## 4300 0.078   
## 4350 0.0778   
## 4400 0.0777   
## 4450 0.0775   
## 4500 0.0773   
## 4550 0.0771   
## 4600 0.0769   
## 4650 0.0768   
## 4700 0.0766   
## 4750 0.0765   
## 4800 0.0763   
## 4850 0.0761   
## 4900 0.0759   
## 4950 0.0758   
## 5000 0.0756   
## 5050 0.0753   
## 5100 0.0751   
## 5150 0.0749   
## 5200 0.0748   
## 5250 0.0746   
## 5300 0.0745   
## 5350 0.0743   
## 5400 0.0742   
## 5450 0.074   
## 5500 0.0737   
## 5550 0.0736   
## 5600 0.0735   
## 5650 0.0733   
## 5700 0.0732   
## 5750 0.0731   
## 5800 0.0729   
## 5850 0.0727   
## 5900 0.0726   
## 5950 0.0724   
## 6000 0.0723   
## 6050 0.0721   
## 6100 0.072   
## 6150 0.0718   
## 6200 0.0717   
## 6250 0.0715   
## 6300 0.0714   
## 6350 0.0713   
## 6400 0.0711   
## 6450 0.071   
## 6500 0.0708   
## 6550 0.0707   
## 6600 0.0705   
## 6650 0.0704   
## 6700 0.0703   
## 6750 0.0701   
## 6800 0.07   
## 6850 0.0699   
## 6900 0.0697   
## 6950 0.0696   
## 7000 0.0695   
## 7050 0.0694   
## 7100 0.0693   
## 7150 0.0692   
## 7200 0.0691   
## 7250 0.069   
## 7300 0.0689   
## 7350 0.0687   
## 7400 0.0686   
## 7450 0.0686   
## 7500 0.0685   
## 7550 0.0683   
## 7600 0.0683   
## 7650 0.0681   
## 7700 0.068   
## 7750 0.0678   
## 7800 0.0678   
## 7850 0.0677   
## 7900 0.0675   
## 7950 0.0674   
## 8000 0.0674   
## 8050 0.0673   
## 8100 0.0671   
## 8150 0.0671   
## 8200 0.067   
## 8250 0.0669   
## 8300 0.0668   
## 8350 0.0667   
## 8400 0.0666   
## 8450 0.0665   
## 8500 0.0664   
## 8550 0.0663   
## 8600 0.0662   
## 8650 0.0661   
## 8700 0.066   
## 8750 0.0659   
## 8800 0.0658   
## 8850 0.0657   
## 8900 0.0656   
## 8950 0.0655   
## 9000 0.0654   
## 9050 0.0653   
## 9100 0.0652   
## 9150 0.0651   
## 9200 0.065   
## 9250 0.065   
## 9300 0.0649   
## 9350 0.0647   
## 9400 0.0646   
## 9450 0.0646   
## 9500 0.0645   
## 9550 0.0644   
## 9600 0.0643   
## 9650 0.0642   
## 9700 0.0641   
## 9750 0.064   
## 9800 0.0639   
## 9850 0.0638   
## 9900 0.0638   
## 9950 0.0637   
## 10000 0.0636

## fitting final gbm model with a fixed number of 10000 trees for pa
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##   
## mean total deviance = 0.215   
## mean residual deviance = 0.027   
##   
## estimated cv deviance = 0.064 ; se = 0.006   
##   
## training data correlation = 0.936   
## cv correlation = 0.804 ; se = 0.019   
##   
## training data AUC score = 1   
## cv AUC score = 0.985 ; se = 0.007   
##   
## elapsed time - 0.16 minutes   
##   
## ########### warning ##########   
##   
## maximum tree limit reached - results may not be optimal   
## - refit with faster learning rate or increase maximum number of trees

summary(sdm.tc5.lr001)
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## var rel.inf  
## Rad\_wettest\_q Rad\_wettest\_q 23.183674  
## human\_impact human\_impact 19.256334  
## Hghest\_weekly\_rad Hghest\_weekly\_rad 18.390458  
## Precip\_Seasonality Precip\_Seasonality 6.580573  
## Precip\_driest\_q Precip\_driest\_q 5.692429  
## Elev Elev 5.074596  
## Mean\_moisture\_warmest\_q Mean\_moisture\_warmest\_q 4.474409  
## Ann\_.precip Ann\_.precip 4.249135  
## Mean\_durnal\_temp\_range Mean\_durnal\_temp\_range 4.114975  
## Rad\_driest\_q Rad\_driest\_q 3.526498  
## Highsets\_weekly\_moisture Highsets\_weekly\_moisture 3.094648  
## Precip\_coldest\_q Precip\_coldest\_q 2.362273

**Note: you may want to try different combinations! If your trees are converging too slowly, raise the tree complexity by 1 or two, and back the learning rate down. On the other hand of your holdout deviance drops very quickly and slowly starts to rise, you are overfitting. Drop the tree complexity and raise the learning rate.**

Let’s make predictions and save them

BRTpreds<-predict(predictors, sdm.tc5.lr001, type='response')

## Using 10000 trees...  
##   
## Using 10000 trees...  
##   
## Using 10000 trees...  
##   
## Using 10000 trees...

writeRaster(BRTpreds, filename=paste0(genus,"\_", species,"\_BRT.tif"), overwrite=TRUE)  
#and plot  
plot(BRTpreds, col=warm(100), zlim=c(0,1))
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## Evaluation

We want to generate the following metrics for each of the three models: AUC, COR, maximum Kappa, TRS, and it wouldn’t kill us to have a Boyce graph either.

#Absence Testing Data First we’ll use the pres\_test data to generate absence test data. This time we want about the same number of points for both. To do that, we’ll generate 4x the number of absence points as presence points and chop it to size.

pres\_test\_SPDF<-SpatialPoints(pres\_test)  
data("wrld\_simpl")  
crs(pres\_test\_SPDF) <- crs(wrld\_simpl)  
#now we are going to make circles of about a degree (110000 meters at the equator). I'm working in a relatively small area, but if your data are widespread, you can increase this by changing d.  
x <- circles(pres\_test\_SPDF, d=dist, lonlat=TRUE)  
#and convert those into polygons  
pol <- polygons(x)  
#and draw a number of samples from that...because   
samp1 <- spsample(pol, 4\*length(pres\_test), type='random', iter=25)

## Warning in proj4string(obj): CRS object has comment, which is lost in output

#and get the cell numbers from the raster stack (right to left, up to down)  
cells <- cellFromXY(predictors, samp1)  
#and transform each of those to the center of its cell.  
abs\_test <- xyFromCell(predictors, cells)  
#You'll get a warning saying that your CRS object has lost a comment. This is unimportant and can be ignored.

GAM evaluation

p<-extract(GAMpreds,pres\_test)  
a<-extract(GAMpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_GAM<-e@auc  
COR\_GAM<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaGAM<-ecospat.max.kappa(all\_vals,pa)  
TSS\_GAM<-ecospat.max.tss(all\_vals,pa)

## Warning in max(table$tss, na.rm = TRUE): no non-missing arguments to max;  
## returning -Inf

print(paste('Max kappa: ', kappaGAM[2] ))

## [1] "Max kappa: 0"

print(paste('TSS:', TSS\_GAM[[2]]))

## [1] "TSS: -Inf"

e

## class : ModelEvaluation   
## n presences : 23   
## n absences : 23   
## AUC : 0.4584121   
## cor : 0.04416923   
## max TPR+TNR at : 0.9999

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=GAMpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used
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## $F.ratio  
## [1] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
## [39] 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0  
##   
## $Spearman.cor  
## [1] NA  
##   
## $HS  
## [1] 0.05484367 0.06379779 0.07275190 0.08170601 0.09066012 0.09961424  
## [7] 0.22497181 0.23392592 0.24288004 0.25183415 0.26078826 0.26974237  
## [13] 0.27869649 0.28765060 0.29660471 0.30555882 0.31451294 0.32346705  
## [19] 0.33242116 0.34137528 0.35032939 0.35928350 0.36823761 0.37719173  
## [25] 0.38614584 0.39509995 0.53836575 0.54731986 0.55627398 0.56522809  
## [31] 0.57418220 0.58313631 0.59209043 0.60104454 0.60999865 0.61895276  
## [37] 0.62790688 0.63686099 0.64581510 0.65476922 0.66372333 0.67267744  
## [43] 0.68163155 0.69058567 0.71744800 0.72640212 0.73535623 0.74431034  
## [49] 0.75326445 0.76221857 0.77117268 0.78012679 0.78908090 0.79803502  
## [55] 0.80698913 0.81594324 0.82489735 0.83385147 0.84280558 0.85175969  
## [61] 0.86071380 0.86966792 0.87862203 0.88757614 0.89653025 0.90548437  
## [67] 0.91443848 0.92339259 0.93234670 0.94130082

ME Evaluation

p<-extract(MEpreds,pres\_test)  
a<-extract(MEpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ME<-e@auc  
COR\_ME<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaME<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ME<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaME[2] ))

## [1] "Max kappa: 0.826086956521739"

print(paste('TSS:', TSS\_ME[[2]]))

## [1] "TSS: 0.826086956521739"

e

## class : ModelEvaluation   
## n presences : 23   
## n absences : 23   
## AUC : 0.9508507   
## cor : 0.7576243   
## max TPR+TNR at : 0.2481069

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=MEpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.04752642 0.09883926 0.00000000 0.00000000 0.00000000 0.29571149  
## [7] 0.70539554 0.82309278 0.94611492 1.07543412 1.20531789 1.32991864  
## [13] 1.46026639 1.59351673 1.72334164 1.84281404 0.98886660 1.05427151  
## [19] 1.11654628 1.17904522 1.24157331 1.31179361 1.38162906 4.35364370  
## [25] 4.55789089 4.75626975 8.30805855 8.74580123 7.33158049 7.65300417  
## [31] 7.99251778 8.32097742 8.69437524 9.06248387 7.08095778 7.31210064  
## [37] 7.65061614 2.63604973 2.72357731 2.78914867 2.86597297 2.95528731  
## [43] 3.04497494 3.12499444 3.20612839 3.26813436 0.00000000 0.00000000  
## [49] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [55] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [61] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [67] 0.00000000 5.25853065 5.32960873 5.44319690 22.14827297 22.66192085  
## [73] 22.88109952 23.25998448 23.52783041 23.90317469 23.96051173 24.23829604  
## [79] 18.47763223 18.70315673 18.74996663 6.29727094 6.32207032 6.29198208  
## [85] 6.31319101 12.59454189 12.61575077 12.64769837 12.54183036 12.54533073  
## [91] 18.72393224 18.44729959 12.22129418 12.14206375 17.87036311 17.52205821  
## [97] 17.09555781 11.16213558 10.78194291 20.78609017  
##   
## $Spearman.cor  
## [1] 0.792  
##   
## $HS  
## [1] 0.05000005 0.05900005 0.06800005 0.07700005 0.08600005 0.09500005  
## [7] 0.10400005 0.11300005 0.12200005 0.13100004 0.14000004 0.14900004  
## [13] 0.15800004 0.16700004 0.17600004 0.18500004 0.19400004 0.20300004  
## [19] 0.21200004 0.22100004 0.23000004 0.23900004 0.24800004 0.25700004  
## [25] 0.26600004 0.27500004 0.28400004 0.29300004 0.30200004 0.31100004  
## [31] 0.32000004 0.32900003 0.33800003 0.34700003 0.35600003 0.36500003  
## [37] 0.37400003 0.38300003 0.39200003 0.40100003 0.41000003 0.41900003  
## [43] 0.42800003 0.43700003 0.44600003 0.45500003 0.46400003 0.47300003  
## [49] 0.48200003 0.49100003 0.50000003 0.50900003 0.51800002 0.52700002  
## [55] 0.53600002 0.54500002 0.55400002 0.56300002 0.57200002 0.58100002  
## [61] 0.59000002 0.59900002 0.60800002 0.61700002 0.62600002 0.63500002  
## [67] 0.64400002 0.65300002 0.66200002 0.67100002 0.68000002 0.68900002  
## [73] 0.69800002 0.70700002 0.71600001 0.72500001 0.73400001 0.74300001  
## [79] 0.75200001 0.76100001 0.77000001 0.77900001 0.78800001 0.79700001  
## [85] 0.80600001 0.81500001 0.82400001 0.83300001 0.84200001 0.85100001  
## [91] 0.86000001 0.86900001 0.87800001 0.88700001 0.89600001 0.90500000  
## [97] 0.91400000 0.92300000 0.93200000 0.94100000

BRT Evaluation

p<-extract(BRTpreds,pres\_test)  
a<-extract(BRTpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_BRT<-e@auc  
COR\_BRT<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaBRT<-ecospat.max.kappa(all\_vals,pa)  
TSS\_BRT<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaBRT[2] ))

## [1] "Max kappa: 0.608695652173913"

print(paste('TSS:', TSS\_BRT[[2]]))

## [1] "TSS: 0.608695652173913"

e

## class : ModelEvaluation   
## n presences : 23   
## n absences : 23   
## AUC : 0.9111531   
## cor : 0.6025518   
## max TPR+TNR at : 0.00342633

And let’s go ahead and estimate the Boyce Index

ecospat.boyce(fit=BRTpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.3690409 1.0083884 1.8322227 3.7921755 3.1717415 1.9306726  
## [7] 2.4867183 2.8302430 3.2911056 3.7241027 8.4081407 9.5597448  
## [13] 10.6972680 11.6874467 6.3632390 6.7859179 7.2994349 7.7101063  
## [19] 8.1995476 8.5847823 9.0116119 0.0000000 0.0000000 0.0000000  
## [25] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [31] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [37] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [43] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [49] 0.0000000 0.0000000 23.3627443 23.7830265 24.4027796 24.3763124  
## [55] 24.4558868 24.9444617 24.9721778 25.0556968 25.1679283 25.0277951  
## [61] 25.2811699 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [67] 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000 0.0000000  
## [73] 0.0000000 0.0000000 43.9823092 44.5489792 45.8205097 46.1972456  
## [79] 46.1498152 46.7741103 48.9650545 50.6763472 52.6962720 108.1827196  
## [85] 108.3130602 110.8506042 84.2811000 82.0254015 82.1253106 110.3065521  
## [91] 106.5163981 131.4325146 159.9641281 156.9845867 131.2789720 107.4072162  
## [97] 106.6427521 78.9518501 109.3672019 165.8668635  
##   
## $Spearman.cor  
## [1] 0.929  
##   
## $HS  
## [1] 0.05034320 0.05933264 0.06832207 0.07731151 0.08630094 0.09529037  
## [7] 0.10427981 0.11326924 0.12225867 0.13124811 0.14023754 0.14922698  
## [13] 0.15821641 0.16720584 0.17619528 0.18518471 0.19417415 0.20316358  
## [19] 0.21215301 0.22114245 0.23013188 0.23912131 0.24811075 0.25710018  
## [25] 0.26608962 0.27507905 0.28406848 0.29305792 0.30204735 0.31103679  
## [31] 0.32002622 0.32901565 0.33800509 0.34699452 0.35598395 0.36497339  
## [37] 0.37396282 0.38295226 0.39194169 0.40093112 0.40992056 0.41890999  
## [43] 0.42789942 0.43688886 0.44587829 0.45486773 0.46385716 0.47284659  
## [49] 0.48183603 0.49082546 0.49981490 0.50880433 0.51779376 0.52678320  
## [55] 0.53577263 0.54476206 0.55375150 0.56274093 0.57173037 0.58071980  
## [61] 0.58970923 0.59869867 0.60768810 0.61667754 0.62566697 0.63465640  
## [67] 0.64364584 0.65263527 0.66162470 0.67061414 0.67960357 0.68859301  
## [73] 0.69758244 0.70657187 0.71556131 0.72455074 0.73354018 0.74252961  
## [79] 0.75151904 0.76050848 0.76949791 0.77848734 0.78747678 0.79646621  
## [85] 0.80545565 0.81444508 0.82343451 0.83242395 0.84141338 0.85040281  
## [91] 0.85939225 0.86838168 0.87737112 0.88636055 0.89534998 0.90433942  
## [97] 0.91332885 0.92231829 0.93130772 0.94029715

# Making the ensemble and evaluation

The ensemble is simply the average of GAM, ME, and BRT predictions weighted by AUC.

ENSpreds<-(GAMpreds\*AUC\_GAM+MEpreds\*AUC\_ME+BRTpreds\*AUC\_BRT)/(AUC\_GAM+AUC\_ME+AUC\_BRT)  
writeRaster(ENSpreds, filename=paste0(genus,"\_",species,"\_ENS.tif"), overwrite=TRUE)  
plot(ENSpreds, col=cool(100), zlim=c(0,1))
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p<-extract(ENSpreds,pres\_test)  
a<-extract(ENSpreds,abs\_test)  
#And let's get rid of nasty NA values and shrink a to the size of p  
p<-p[!is.na(p)]  
a<-a[!is.na(a)]  
a<-a[1:length(p)]  
#Let's look at the shape of these data  
#lets weld all the data together  
all\_vals<-c(p,a)  
e<-evaluate(p=p,a=a)  
AUC\_ENS<-e@auc  
COR\_ENS<-e@cor  
pa<-c(replicate(length(p),1),replicate(length(a),0))  
kappaENS<-ecospat.max.kappa(all\_vals,pa)  
TSS\_ENS<-ecospat.max.tss(all\_vals,pa)  
print(paste('Max kappa: ', kappaENS[2] ))

## [1] "Max kappa: 0.782608695652174"

print(paste('TSS:', TSS\_ENS[[2]]))

## [1] "TSS: 0.782608695652174"

e

## class : ModelEvaluation   
## n presences : 23   
## n absences : 23   
## AUC : 0.9432892   
## cor : 0.7006542   
## max TPR+TNR at : 0.3336248

and the Boyce ploy for the ensemble

ecospat.boyce(fit=ENSpreds,pres\_test,nclass=0,PEplot = TRUE)

## Warning in if (class(obs) == "data.frame" | class(obs) == "matrix") {: the  
## condition has length > 1 and only the first element will be used

![](data:image/png;base64,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)

## $F.ratio  
## [1] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [6] 0.00000000 0.00000000 0.00000000 0.00000000 0.00000000  
## [11] 0.00000000 0.07212691 0.05666866 0.05148914 0.04906597  
## [16] 0.04758599 0.04657926 0.09167242 0.09051389 0.13435667  
## [21] 0.13318811 0.13216133 0.41424107 0.53266614 0.78259973  
## [26] 1.02121774 2.10392421 2.50859005 2.32461511 3.31723934  
## [31] 3.72459647 4.13751105 4.56566855 5.00912900 5.47475397  
## [36] 5.97261759 6.47357567 4.18580084 4.46788682 4.75761219  
## [41] 3.34722764 1.76523406 1.86483239 1.96562533 2.07257101  
## [46] 2.17107419 2.26470778 2.34995399 2.44612103 2.52925501  
## [51] 2.62988065 2.74352539 5.67262998 5.83613607 6.00854431  
## [56] 3.07833995 3.15703891 3.21438215 3.34299569 3.50077259  
## [61] 3.74270774 3.98350939 4.25662121 0.00000000 0.00000000  
## [66] 0.00000000 5.94261237 6.52204295 7.43465432 8.17568570  
## [71] 8.77585318 9.26420445 9.62937446 10.05141324 10.62645863  
## [76] 11.02794897 11.53153412 23.80822034 24.84793809 25.77403670  
## [81] 26.55045481 27.50913097 28.07615240 29.05618617 29.37903268  
## [86] 30.00662216 30.39210277 30.74549932 46.59632343 31.74429379  
## [91] 32.19908309 33.24698225 50.69539850 51.70619632 70.95488556  
## [96] 72.97064935 93.02549669 114.57073917 120.61695886 122.81398907  
##   
## $Spearman.cor  
## [1] 0.902  
##   
## $HS  
## [1] 0.05804051 0.06696147 0.07588242 0.08480338 0.09372433 0.10264528  
## [7] 0.11156624 0.12048719 0.12940815 0.13832910 0.14725006 0.15617101  
## [13] 0.16509197 0.17401292 0.18293387 0.19185483 0.20077578 0.20969674  
## [19] 0.21861769 0.22753865 0.23645960 0.24538056 0.25430151 0.26322246  
## [25] 0.27214342 0.28106437 0.28998533 0.29890628 0.30782724 0.31674819  
## [31] 0.32566915 0.33459010 0.34351105 0.35243201 0.36135296 0.37027392  
## [37] 0.37919487 0.38811583 0.39703678 0.40595774 0.41487869 0.42379964  
## [43] 0.43272060 0.44164155 0.45056251 0.45948346 0.46840442 0.47732537  
## [49] 0.48624633 0.49516728 0.50408823 0.51300919 0.52193014 0.53085110  
## [55] 0.53977205 0.54869301 0.55761396 0.56653492 0.57545587 0.58437682  
## [61] 0.59329778 0.60221873 0.61113969 0.62006064 0.62898160 0.63790255  
## [67] 0.64682351 0.65574446 0.66466541 0.67358637 0.68250732 0.69142828  
## [73] 0.70034923 0.70927019 0.71819114 0.72711210 0.73603305 0.74495400  
## [79] 0.75387496 0.76279591 0.77171687 0.78063782 0.78955878 0.79847973  
## [85] 0.80740069 0.81632164 0.82524260 0.83416355 0.84308450 0.85200546  
## [91] 0.86092641 0.86984737 0.87876832 0.88768928 0.89661023 0.90553119  
## [97] 0.91445214 0.92337309 0.93229405 0.94121500

and finally let’s make a table of evaluation metrics

#Let's go in this order of columns, left to right: AUC, COR, Kappa, TSS  
eGAM<-c(AUC\_GAM,COR\_GAM,kappaGAM[2], TSS\_GAM[[2]])  
eME<-c(AUC\_ME, COR\_ME, kappaME[2],TSS\_ME[[2]])  
eBRT<-c(AUC\_BRT, COR\_BRT, kappaBRT[2],TSS\_BRT[[2]])  
eENS<-c(AUC\_ENS, COR\_ENS, kappaENS[2], TSS\_ENS[[2]])  
all\_evals<-rbind(eGAM,eME,eBRT,eENS)  
colnames(all\_evals)<-c("AUC", "COR","MaxKappa","TSS")  
rownames(all\_evals)<-c("GAM","MaxEnt", "BRT", "Ensemble")  
write.csv(all\_evals, file=paste0(genus,"\_",species, '\_eval.csv'))